**Практична робота №7.Написання програм з використанням символьних та рядкових величин**

**На період** роботи в дистанційній формі навчання потрібно використовувати **онлайн компілятор C++ Shell, який доступний за адресом** [**http://cpp.sh**](http://cpp.sh) (інструкція надана після тексту ЛР№3). При наявності на домашньому комп’ютері іншого завдання можна виконати на ньому. Результати надсилати на електронну адресу викладача [**t.i.lumpova@gmail.com**](mailto:t.i.lumpova@gmail.com)у вигляді URL-посилання для робіт, виконаних у **C++ Shell,** або для робіт, на компіляторі С++ домашнього комп’ютера cpp-файл з іменем у форматі

**АР<Номер групи><Номер практичної / лабораторної [літера позначення типу роботи P – практична, R – лабораторна]<Прізвище англійською>**. Наприклад, **АРPTBD-2107P**buts.срр.

При відсутності можливості використовувати компілятор або відсутності можливості доступу до Інтернету текст програми набрати в Блокноті або WordPad Windows, в крайньому випадку текст програми можна записати у зошити, сфотографувати, оформити відповідним чином (включити титульний лист, записати завдання, а потім включити файли з фотографіями) та надіслати на електронну адресу викладача.

Оформлені роботи повинні надсилатися у вигляді текстового документу з іменем файлу:

**АР<Номер групи><Номер лекції / практичної / лабораторної [літера позначення типу роботи L – лекція, P – практична, R – лабораторна]<Прізвище англійською>**. Наприклад, **АРPTBD-2104P**buts.doc.

**Тему в заголовку листа записати**

**АР <Номер групи>-><Номер лекції / практичної / лабораторної [літера позначення типу роботи L – лекція, P – практична, R – лабораторна]<Прізвище >**

**Строк відсилки ЛР 19.04.2024.**

Всі запитання, що виникнуть, надсилайте на електронну адресу викладача, тему в заголовку листа записати

**АР<Номер групи>-Запитання-<Прізвище>**.

**Мета**: навчитися писати програми з використанням символьних та рядкових величин, структур та масивів **на мові С++** в **консольному режимі.**

**Методичні вказівки щодо організації самостійної роботи студентів**

1. Прочитати (повторити) основні теоретичні відомості. Переглянути лекцію №9 "Символьні та рядкові величини. Складні типи даних – масиви, структури..
2. Запустити середовище програмування С++ .
3. Записати програму, що виконує 3 завдання з пп.4.1-4.3 (за завдання 4.1 мінімальна оцінка 2 бали, за 4.2 та 4.3 будуть надані додаткові бали, по 3 за кожне). В першому рядку кожної програми записати

*// ПТБД-21 Група № Прізвище*

вказавши номер своєї групи та своє прізвище.

Як і в ПР №5, програма повинна запитати номер завдання (число 1, 2, 3 або 0 для закінчення) і в залежності від введеного значення виконувати відповідне завдання. Якщо введений 0 – програма припиняє роботу.

Вхідні дані ввести, а результати вивести, використовуючи потокове введення-виведення даних.

1. Завдання:
   1. Написати програму, яка питає ім`я, порівнює з тими, що вона має як елементи символьного масиву (рядки типу string) та вітає або повідомляє, що “не знайома”.

Елементи символьного масиву задати через ініціалізацію (див. приклад в кінці теоретичних відомостей).

* 1. В заданому рядку "Don’t cut the bough you are sitting on." знайти і вивести найкоротше і найдовше слово, вказати номери позицій, з яких вони починаються. ***Вказівки:*** перегляньте потрібні функції (пошук символу, виділення підрядка, знаходження довжини рядкової змінної). Вам може буди потрібно ввести проміжні рядкові зміні, а для організації перегляду в циклі булеву змінну. Продумайте алгоритм.
  2. Розробити програму, яка запитує текстовий рядок, і в текстовому рядку замінює будь-яку кількість однакових символів, що йдуть один за одним підряд на один такий же символ та цифру, яка відповідає кількості видалених символів (Наприклад: ‘*1CABk3KKK111DeFf0100fk0cccccc*’=*’1CABk3K212DeFf0101fk0с5*’). ***Вказівки:*** початковий рядок вводити з клавіатури; отриманий рядок виводити під початковим рядком.

**Запитання**

1. Що таке масив та які існують різновиди масивів?
2. Як здійснюється звернення до елементів масивів?
3. Що таке рядки та значення елементів символьного типу?
4. Що являє собою масив символьного типу?
5. Як здійснюється введення символьних даних?
6. Як можна в програмі визначити рядок символів?
7. Як виконується порівняння даних символьного типу?
8. Як визначити кількість символів у рядку?
9. Як описуються дані типу структура?
10. Які типи полів може містити структура?
11. Назвіть функції визначення довжини рядка.
12. Назвіть функції додавання одного рядка або його частини до іншого рядка.
13. Яка функція використовується для включення рядка в рядок.
14. Яка функція використовується для вилучення символів із рядка.
15. Яким чином можна замінити частини рядка або увесь рядок?
16. Як обміняти зміст двох рядків?
17. Яка функція використовується для виділення частини рядка?
18. Як здійснити пошук позиції входження підрядка в рядок?
19. Як порівняти рядки або їхні частини?
20. Яка функція виконує перетворення рядка типу string у рядок типу char?

**Основні теоретичні відомості**

Рядок – це послідовність символів, яка закінчується нульовим байтом *‘\0’*. Дана послідовність символів записується в подвійних лапках.

Послідовності в С++ представляються масивами або покажчиками, тому стандартно програми мовою C++ зберігають рядки як масиви типу *char*. Для оголошення строкової змінної необхідно всередині програми оголосити масив типу *char* з кількістю елементів, достатньою для зберігання необхідного рядка символів.

Головна відмінність між символьними рядками та іншими типами масивів полягає в тому, що C++ визначає останній елемент масиву. Програми мовою C++ представляють кінець символьного рядка за допомогою символу NULL, який в C++ зображується як спеціальний символ '\0', або нульовий байт.

Створення рядків, наприклад, відбувається наступним чином:

char str2[10]="Hello";

Для стандартної роботи з символьними рядками в стилі С++ призначена бібліотека string.h, яка містить наступні основні функції:

– **char \**strcat*(char \*dest, const char \*src);** – дописує рядок *src* в кінець *dest*;

– **char \**strncat*(char \*dest, const char \*src, size\_t n);** – дописує не більше *n* початкових символів рядка *src* (або весь *src*, якщо його довжина менше) у кінець *dest*;

– **char \**strchr*(const char \*str, int ch);** – шукає символ *ch* у рядку *str*, починаючи з голови, і повертає його адресу, або NULL якщо символ не знайдено;

– **char \**strrchr*(const char \*str, int ch);** – шукає символ *ch* у рядку *str*, починаючи з хвоста і повертає його адресу, або NULL якщо символ не знайдено;

– **int *strcmp*(const char \*str1, const char \*str2);** – лексикографічне порівняння рядків;

– **int *strncmp*(const char \*str1, const char \*str2, size\_t n);** – лексикографічне порівняння перших *n* байтів рядків;

**– char \**strcpy*(char \*dest, const char \*src);** – копіює рядок з *src* у *dest*;

– **char \**strncpy*(char \*dest, const char \*src, size\_t n);** – копіює до *n* байт рядку з *src* у *dest*;

– **size\_t *strlen*(const char \*str);** – повертає довжину рядка;

– **size\_t *strspn*(const char \*str, const char \*alp);** – визначає максимальну довжину початкового підрядка з *str*, що складається виключно з байтів, перерахованих в *alp*;

– **char \**strpbrk*(const char \*str, const char \*alp);** – знаходить перше входження будь-якого символу, перерахованого в *alp*, у *str*;

– **char \**strstr*(const char \*str, const char \*pstr);** – знаходить перше входження рядка *pstr* у *str*.

Однак окрім розглянутого вище стандартного способу роботи з символьними рядками в бібліотеці STL С++ є ще одна бібліотека для роботи з рядками. Вона дозволяє легко вирішувати наступні задачі з високою ефективністю:

– створювати, присвоювати, копіювати і видаляти рядки;

– виконувати перетворення типів символьних змінних;

– порівнювати рядки;

– поєднувати рядки;

– визначати довжину рядка;

– знаходити і заміщати потрібний фрагмент у рядку.

Для використання даної бібліотеки необхідно підключити заголовний файл <string>. Після цього операція створення нового рядка виявиться настільки ж простою, як і створення змінної будь-якого базового типу.

**string** hi(“hello”);

**string** lo=“greetings”;

**string** es=””;

Рядковим змінним можна присвоювати значення, як і змінним будь-яких інших типів:

**string** name(“Fred”);

name = “Paul”;

При цьому всі операції розподілу пам'яті будуть виконані коректно.

Операції + (конкатенація), операція порівняння (==, > тощо) дозволяють легко виконувати відповідні дії над рядками.

**Приклад програми з використанням масиву рядкових величин.**

**#include <iostream>**

**#include <string>**

**#include <Windows.h>**

**using namespace std;**

**//-------------------------------------------------------**

**int main()**

**{**

**system("color F0");**

**string month[5]={"april","may","june","july","august"};**

**string name;**

**bool found=false;**

**cout << "What month? ";**

**cin >> name;**

**for (int i=0;i<5;i++)**

**if (name==month[i])**

**{cout << "Hello, " << name << "!\n";**

**found=true;}**

**if (!found ) cout << "Not found " <<endl;**

**system("pause");**

**return 0;**

**}**

**Результат роботи програми**

![](data:image/png;base64,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)

**Деякі зауваження щодо роботи з символьним типом даних char**

***Тип даних char***

Змінна типу char займає 1 байт. Однак, замість конвертації значення типу char в ціле число, воно інтерпретується як ASCII-символ.

**ASCII** (від англ. “**A**merican **S**tandard **C**ode for **I**nformation **I**nterchange”) — це американський стандартний код для обміну інформацією, який визначає спосіб представлення символів англійської мови (+ декілька інших) у вигляді чисел від 0 до 127. Наприклад: код букви 'а' — 97, код букви 'b' — 98. Символи завжди поміщаються в одинарні лапки.

Символи від 0 до 31 в основному використовуються для форматування виводу. Символи від 32 до 127 використовуються для виведення. Це літери, цифри, знаки пунктуації, які більшість комп’ютерів використовує для відображення тексту (англійською мовою).

Наступні два оператори виконують однакові дії - присвоюють змінним типу char ціле число 97:

**char ch1(97);** // ініціалізація змінної типу char цілим числом 97

**char ch2('a');** // ініціалізація змінної типу char символом 'a' (97)

При використанні фактичних чисел для представлення символів (з таблиці ASCII) потрібна уважність. Наступні два оператори виконують різні дії:

**char ch(5);** // ініціалізація змінної типу char цілим числом 5

**char ch('5');** // ініціалізація змінної типу char символом '5' (53)

***Оператор static\_cast***

Якщо ви хочете вивести символи у вигляді цифр, а не у вигляді букв, то потрібно повідомити cout виводити змінні типу char в вигляді цілочисельних значень. Можна присвоїти змінній типу int змінну типу char і вивести її, але це не дуже хороший спосіб:

**#include <iostream>**

**using namespace std;**

**int main()**

**{**

**char ch(97);**

**int i(ch); // присвоюємо значенням змінної ch змінній типу int**

**cout << i << endl; // виводимо значення змінної типу int**

**return 0;**

**}**

Результат:

97

Кращим способом є конвертація змінної з одного типу даних в інший за допомогою **оператора static\_cast**.

**Синтаксис static\_cast виглядає наступним чином:**

static\_cast<новий\_тип\_даних>(вираз)

static\_cast приймає значення з (вираз) в якості вхідних даних і конвертує його у вказаний вами <новий\_тип\_даних>.

Приклад використання оператора static\_cast для конвертації типу char в тип int:

**#include <iostream>**

**using namespace std;**

**int main()**

**{**

**char ch(97);**

**cout << ch << endl;**

**cout << static\_cast<int>(ch) << endl;**

**cout << ch << endl;**

**return 0;**

**}**

Результат виконання програми:

a  
97  
a

**static\_cast** приймає (вираз) в якості вхідних даних. Якщо ми використовуємо змінну (в виразі), то ця змінна змінює свій тип тільки в інструкції з оператором static\_cast. Процес конвертації ніяк не впливає на вихідну змінну з її значенням! В наведеному вище прикладі, змінна ch залишається змінною типу char з колишнім значенням, чому є підтвердженням останній оператор з cout.

В static\_cast немає ніякої перевірки діапазону, тому при використанні занадто великих або занадто маленьких чисел для конвертованого типу, то відбудеться **переповнення**.

***Введення символів***

Наступна програма просить користувача ввести символ. Потім вона виводить цей символ і його ASCII-код:

**#include <iostream>**

**using namespace std;**

**int main()**

**{**

**cout << "Input a keyboard character: ";**

**char ch;**

**cin >> ch;**

**cout << ch << " has ASCII code " << static\_cast<int>(ch) << endl;**

**return 0;**

**}**

Результат виконання програми:

Input a keyboard character: q  
q has ASCII code 113

Зверніть увагу, що навіть якщо cin дозволить вам ввести декілька символів, змінна ch буде зберігати тільки перший символ (саме він і розміщується у змінній). Інша частина користувацького введення залишиться у вхідному буфері, який використовує cin і буде доступна для використання наступним викликам cin.

Приклад:

**#include <iostream>**

**using namespace std;**

**int main()**

**{**

**cout << "Input a keyboard character: ";**

**// припустимо, що користувач ввів "abcd"**

**char ch;**

**cin >> ch;**

**// ch = 'a', "bcd" залишається у вхідному буфері**

**cout << ch << " has ASCII code " << static\_cast<int>(ch) << endl;**

**// Звернуть увагу, що наступний cin не просить**

**// користувача що-небудь ввести, дані підтягуються з**

**// вхідного буферу!**

**cin >> ch; // ch = 'b', "cd" залишається в буфері**

**cout << ch << " has ASCII code " << static\_cast<int>(ch) << endl;**

**return 0;**

**}**

Результат виконання програми:

Input a keyboard character: abcd  
a has ASCII code 97  
b has ASCII code 98

***Розмір, діапазон і знак типу сhar***

В С++ для змінних типу char завжди виділяється 1 байт. За замовчуванням, char може бути як **signed, так і unsigned** (хоча зазвичай signed). Якщо ви використовуєте char для зберігання ASCII-символів, то вам не потрібно вказувати знак змінної (так як і signed, і unsigned можуть містити значення від 0 до 127).

Але якщо ви використовуєте тип char для зберігання невеликих цілих чисел, то тоді слід уточнити знак. Змінна типу char signed може зберігати числа від -128 до 127. Змінна типу char unsigned має діапазон від 0 до 255.

***Що використовувати: ‘\n’ чи endl (std::endl)?***

При використанні cout, дані для виведення можуть поміщатися в буфер, тобто cout може не відправляти дані відразу ж на виведення. Замість цього він може залишити їх при собі на деякий час. Це робиться в цілях підвищення продуктивності.

І '\n', і endl обидва переносять курсор на наступний рядок. Тільки endl ще гарантує, що всі дані з буферу будуть виведені, перед тим, як продовжити.

Коли використовувати '\n', а коли endl?

Використовуйте endl, коли потрібно, щоб ваші дані виводилися відразу ж (наприклад, під час запису в файл або при оновленні індикатора стану будь-якого процесу). Зверніть увагу, це може спричинити за собою незначне зниження продуктивності, особливо якщо запис на пристрій відбувається повільно (наприклад, запис файлу на диск).

Використовуйте '\n' у всіх інших випадках.

***Різниця між одинарними і подвійними лапками при використанні з символами***

Символи завжди поміщаються в одинарні лапки (наприклад, 'а', '+' чи '5'). Змінна типу char представляє тільки один символ (наприклад, літеру а, символ + чи число 5). Некоректним записом буде:

**char ch('56'); // змінна типу char може містити тільки 1 символ**

Текст, який знаходиться в подвійних лапках, називається рядком (наприклад, "Hello, world!"). **Рядок** (**тип string**) — це набір послідовних символів.

Ви можете використовувати літерали типу string в коді:

**cout << "Hello, world!";**

**// "Hello, world!" - це літерал типу string**

Для обробки символьних типів даних бібліотека функцій **string.h** має велику кількість вбудованих функцій, що збільшують продуктивність праці програмістів та скорочують час на розробку програм, наприклад:

* функції перевірки рядків;
* функції маніпулювання рядками.

Функції наводяться у вигляді списків, що згруповані за їх розташуванням у заголовних файлах. Найчастіше надаються прототипи функцій, що описують, як слід використовувати функції у програмах.

Розглянемо ще деякі важливі функції використання рядків типу string.

***Функція присвоювання усього рядка або його частини іншому рядку:***

* **str.assign(st)** — присвоює весь рядок **st** типу **string** або масив **char[ ]** — рядку **str**типу **string;**
* **str.assign(st,k,n)** — присвоює **n** символів рядка **st** рядку **str,** починаючи з **k**-ої позиції.

Ці функції можна використовувати для перетворення рядка типу **char** у рядок **string**. Наприклад:  
*//————————– присваивание строк*  
**char st[ ]=”Пришло жаркое лето!”;**  
**string str;**  
**cout<<” str = “<< str.assign(st,7,12)<<endl;**

Результат виконання:  
**str = жаркое лето!**або  
**string str, st=”O, лето красное, любил бы я тебя!”;  
cout<<“str = “<< str.assign(st,3,12) << endl;**

Результат виконання:  
**str = лето красное.**

***Функція порівняння рядків або їхніх частин:***

* **str.compare(st)** — порівнює рядки **st** та **str** і повертає значення:

**<0 — якщо st < str;**  
**=0 — якщо st = str;**  
**>0 — якщо st > str;**

**str.compare(st,k,n)** — порівнює n символів рядка **st** з рядком **str,** починаючи з **k**-ої позиції. Наприклад:

Оскільки тип string є класом, то, щоб порівняти два рядки між собою можна використати операцію **‘==’**. Якщо два рядки однакові, то результат порівняння буде true. У противному випадку, результат порівняння буде false.

Але, якщо потрібно порівняти частину одного рядка з іншим, то для цього передбачена функція compare().

Функція працює наступним чином. Якщо викликаючий рядок менше рядка s, то функція повертає -1 (від’ємне значення). Якщо викликаючий рядок більше рядка s, функція повертає 1 (додатне значення). Якщо два рядка рівні, функція повертає 0.

**Приклад**. Демонстрація роботи функції compare():

// тип string, функція compare()

string s1 = "012345";

string s2 = "0123456789";

int res;

res = s1.compare(s2); // res = -1

res = s1.compare("33333"); // res = -1

res = s1.compare("012345"); // res = 0

res = s1.compare("345"); // res = -1

res = s1.compare(0, 5, s2); // res = -1

res = s2.compare(0, 5, s1); // res = -1

res = s1.compare(0, 5, "012345"); // res = -1

res = s2.compare(s1); // res = 1

res = s2.compare("456"); // res = -1

res = s2.compare("000000"); // res = 1

***Функція перетворення рядка типу string у рядок типу char:***

* **str.c\_str()** — перетворює рядок типу **string** у рядок типу **char.**

**Розглянемо приклади використання наведених функцій при обробці рядків типу string.**

***Приклад 1.*** Увести список прізвищ і відсортувати його за алфавітом

**#include <iostream>**

**#include <string>**

**using namespace std;**

**int main()**

**{**

**const int n=5;**

**string spis[n];**

**int i, k;**

// Введення прізвищ

**for (i = 0; i < n; i++)**

**{ cout <<"\*\*\* Enter "<<(i+1)<<" name\n";**

**cin >> spis[i]; };**

// Сортування прізвищ

**for (k = 1; k < n; k++)**

**for (i = 0; i < n-k; i++)**

**if (spis[i] > spis[i+1]) spis[i].swap(spis[i+1]);**

**//** Виведення результатів

**cout<<"\n\*\*\*\*\* Rezult spisok\n";**

**for(i = 0; i < n; i++)**

**cout << (i+1) << ' ' << spis[i] << endl;**

**return 0;**

**}**

Результати виконання:  
\*\*\*\*\* Enter 1 name   
Котин С. Б.  
\*\*\*\*\* Enter 2 name   
Бобров М. Т.  
\*\*\*\*\* Enter 3 name   
Авдеев P. Л.  
\*\*\*\*\* Enter 4 name   
Попов Г. Д.  
\*\*\*\*\* Enter 5 name   
Елкин П. P.  
\*\*\*\*\* Rezult spisok  
1   Авдеев P. Л.  
2   Бобров M. Т.  
3   Елкин П. Р.  
4   Котин С. Б.  
5   Попов Г. Д.

Для порівняння прізвищ у програмі використовується звичайна операція «>», а для взаємозаміни — функція **swap()** (

***Приклад 2.*** Вести до пам’яті комп’ютера будь-який текст, відокремити в ньому всі слова, вивести їх на екран та визначити найдовше слово

#include <iostream>

#include <string>

using namespace std;

//---------------------------------------------------------------------------

int main()

{

string txt, sl, slmax; // slnax – найдовше слово

int i, k=0, n=0, max=0;

//---------------- Введення тексту

cout <<"\*\*\*\*\* Enter text\n";

getline(cin,txt,'\n');

for (i = 0; i <= txt.length()-1; i++)

{ if ((txt[i]==' ') || (txt[i]==',') || (txt[i]=='.'))

{n++; // n —лічильник пропусків та знаків пунктуації

if (n>1) continue; k++; //k — лічильник слів

cout<< k <<" word - "<< sl<<" = "<<sl.size() << " symbols\n";

//--------------- визначення слова з найбільшою кількістю літер

if (sl.size() > max)

{ max = sl.size();

slmax=sl; }

sl=""; //очищення sl для нового слова

}

else {n=0; sl=sl+txt[i]; } //змінна s1 — формує слово

}

cout<<"\n Word - "<< slmax << " = " <<slmax.size()<<" symbols\n";

return 0;

}

Результат:
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**Приклад 3.** З уведеного списку прізвищ (без ініціалів) вибрати такі, що починаються на задані літери і мають задане закінчення, та вивести повідомлення про прізвище з найменшою кількістю літер.

#include <iostream>

#include <string>

#include <conio.h>

#include <Windows.h>

using namespace std;

//---------------------------------------------------------------------------

int main()

{

system("color F0"); // Встановлення кольору фону для С+Builder

const int n = 6;

string spis [n], pok, p ; // Список прізвищ, задані закінчення та перші літери

int i, minfam, k=0; // додаткові змінні для збереження проміжних результатів

int lpok, lspis, lp; //

//------------------------------ Введення списку прізвищ

cout << "\*\*\*\*\* Enter "<<n<<" name";

for (i = 0; i < n; i++)

{ cout << "\n" << i+1 << '\t';

cin >> spis [i]; }

//------------------------------ Введення перших літер

cout << "\*\*\*\*\* Enter first letter\n";

cin >> p;

lp = p.size(); // визначення довжини перших літер

//------------------------------ Введення закінчення

cout << "\*\*\*\* Enter last letters\n";

cin >> pok;

lpok = pok .size();// визначення довжини закінчення

// Пошук прізвищ із заданими літерами

cout << "\*\*\*\*\* Search name\n";

for (i = 0; i < n; i++)

{ lspis = spis [i].size(); // довжина прізвища

// spis[i].substr(0,lp) - це вибираються початкові літери прізвища

// spis[i].substr(lspis-lp,lp) це вибираються кінцеві літери прізвища

if (spis[i].substr(0,lp) ==p && spis[i].substr(lspis-lpok,lpok) == pok )

cout<<spis [i]<<endl; }

//-------------- Пошук прізвища з найменшою кількістю літер

minfam = spis[0].size(); // початкове значення з першого прізвища

for (i = 1; i < n; i++)

if (spis[i].size() < minfam)

{ minfam = spis[i].size();

k=i; }

//-------------- Виведення результатів пошуку

cout<<"\nName with min letters - "<<spis [k]<<" \n";

cout << "Name length = " << spis [k].size() << " symbols \n";

system("pause");

return 0;

}

Результати обчислень:  
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У програмі для зберігання перших літер використовується змінна з ім’ям **р**, а для закінчення — змінна **роk**. Визначення перших літер та закінчення прізвища здійснює функція **size**. У цілому в операторі **if**… визначається як перші літери, так і закінчення прізвища. Змінна **minfam** існує для знаходження прізвища з найменшою кількістю літер згідно з алгоритмом визначення мінімального елемента масиву.

**Контрольні запитання для письмових відповідей та завдання**

**(№№1-4 по 0,5 балів, решта – 1 бал)**

1. Які оператори введення-виведення символьних масивів ви знаєте? В яких випадках вони використовуються?
2. Як визначається кінець рядка?
3. Надайте список функцій перевірки рядків, які розглянуті на двох останніх заняттях.
4. Надайте список функцій маніпулювання рядками, які розглянуті на двох останніх заняттях.
5. Розгляньте приклад 3. Чи є у Вас зауваження щодо пошуку прізвища з найменшою кількістю літер? Чи всі прізвища будуть виведені, якщо ні, то що, на Вашу думку потрібно зробити?
6. В C++Shell Скласти програму оброблення рядків типу string**.**
7. Ввести для двох рядків такі речення,

Better late than never.

It is never too late to learn.

1. Визначте довжину кожного рядка і виведіть на екран разом з відповідним текстом.
2. Напишіть, які функції потрібно було б застосувати, щоб
3. об’єднати два речення,
4. знайти у першому реченні позицію слова «than»,
5. поставити перед словом «than» слово «learn».